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ABSTRACT

Computational models have great potential to ac-
celerate bioscience, bioengineering, and medicine.
However, it remains challenging to reproduce and
reuse simulations, in part, because the numerous
formats and methods for simulating various sub-
systems and scales remain siloed by different soft-
ware tools. For example, each tool must be exe-
cuted through a distinct interface. To help investi-
gators find and use simulation tools, we developed
BioSimulators (https://biosimulators.org), a central
registry of the capabilities of simulation tools and
consistent Python, command-line and containerized
interfaces to each version of each tool. The founda-
tion of BioSimulators is standards, such as CellML,
SBML, SED-ML and the COMBINE archive format,
and validation tools for simulation projects and sim-
ulation tools that ensure these standards are used
consistently. To help modelers find tools for partic-
ular projects, we have also used the registry to de-
velop recommendation services. We anticipate that
BioSimulators will help modelers exchange, repro-
duce, and combine simulations.
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INTRODUCTION

Sophisticated computational models that can predict bio-
logical phenomena have great potential for bioscience, bio-
engineering, and medicine. For example, whole-cell models

could help scientists understand the origin of behavior, help
engineers design biofactories and help clinicians personal-
ize medicine (1,2). Due to the complexity of biology, such
models often need to integrate multiple subsystems across
multiple scales, requiring collaborations among teams and
the use of multiple tools (3,4).

Over the last 25 years, researchers have developed nu-
merous methods and tools for simulating various subsys-
tems and scales. For example, COBRApy (5) and COPASI
(6) can execute constraint-based and kinetic simulations of
metabolic and signaling networks, respectively.

Toward combining simulations, the community has de-
veloped several resources for sharing several types of mod-
els. For example, formats such as CellML (7) and SBML (8);
libraries for these formats such as libCellML and libSBML;
and repositories such as BioModels (9) and ModelDB (10)
help investigators share and reuse diverse types of models.

More recently, investigators have initiated similar efforts
to share several types of simulations. For example, the Simu-
lation Experiment Description Language (SED-ML; (11)),
the COMBINE archive format (12), the Kinetic Simulation
Algorithm Ontology (KiSAO; (13)) and the JWS Online
repository (14) can be used to share kinetic simulations.

Despite this progress, sharing, reusing, and combining
simulations remains difficult. One reason is that it is diffi-
cult to find, obtain, and use appropriate tools for particular
systems and scales. For example, many tools do not pro-
vide clear documentation about their simulation methods,
and each tool must be obtained from a different location,
installed via a different process, and executed via a different
UI or API using different model formats. Guides, such as
the retired SBML Software Guide, and container registries,
such as BioContainers, have only addressed some of these
issues.

To accelerate the reuse of simulations, as well as the devel-
opment of multiscale simulations, we developed BioSimula-
tors, a central registry for the capabilities of simulation tools
(e.g. supported model formats, modeling frameworks, and
simulation algorithms) and consistent Python, command-
line, and containerized interfaces to these tools. Currently,
BioSimulators encompasses 54 tools for 13 model formats,
14 modeling frameworks, and 91 simulation algorithms
(Supplementary Tables S1-S3), and consistent interfaces
to 21 of these tools (Supplementary Tables S4 and S5).
For example, this includes asynchronous logical simula-
tion with BoolNet, geometric flux balance analysis with
COBR Apy, discrete particle-based simulation with BioNet-
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Figure 1. BioSimulators simplifies simulation by abstracting simulation projects and simulation tools. BioSimulators abstracts projects as COMBINE
archives and tools as containerized command-line interfaces. These abstractions make it easier to execute a broad range of simulations.

Gen, and discrete spatial simulation with Smoldyn. To help
investigators find appropriate tools, we have also used this
registry to develop services for recommending specific algo-
rithms and tools for particular systems and scales.

To simplify the discovery, installation, and use of sim-
ulation tools, BioSimulators is based on an integrated set
of formats, ontologies, and quality controls (Figure 1).
BioSimulators uses Docker images to encapsulate simula-
tion tools and a new schema to capture their capabilities.
The input to each tool is a COMBINE archive which con-
tains SED-ML files that describe simulations of models in
formats such as SBML with algorithms described using
KiSAO. The outputs of each tool are HDFS5 and PDF files
that capture data sets and visualizations of simulation re-
sults. To ensure these resources are used consistently, we
also developed tools for integrated validation of simulation
projects and tools (Figure 2A). On top of BioSimulators,
we have also developed runBioSimulations and BioSimula-
tions, user-friendly web applications for using BioSimula-
tors to execute and share simulations and visualizations of
their results (15) (Figure 2C).

Below, we summarize the key features of BioSimula-
tors, describe its architecture, delineate several use cases for
BioSimulators, and outline the future directions of BioSim-
ulators. Tutorials and additional documentation are avail-
able at https://docs.biosimulations.org.

KEY FEATURES

The central features of BioSimulators are streamlined abil-
ities to find, obtain, and use simulation tools for a broad
range of modeling frameworks, formats, and algorithms.

Streamlined discovery of appropriate tools for projects

To help investigators find appropriate tools, BioSimulators
provides a central database of the capabilities of simulation
tools. This includes the model formats, modeling frame-
works, simulation algorithms, and observables that each
tool supports; the parameters of each algorithm; and the
data type of each parameter, as well as metadata, such as the
license of each tool. Where possible, this information is cap-
tured using ontologies such as EDAM, KiSAO, SBO and
SIO. This ensures that simulation tools are described con-
sistently.

To further help investigators find tools, we have also used
the capabilities of each tool and relationships among algo-
rithms captured by KiSAO to develop recommendation ser-
vices. For example, we have developed a web form that can
recommend simulators for executing particular projects.

Streamlined acquisition and installation of simulators

To make it easier to obtain and install simulation tools,
BioSimulators saves a Docker image for each version of
each containerized tool. This ensures that investigators can
use a single program, such as Docker Desktop, to easily ob-
tain and install any version of any tool. To ensure that inves-
tigators can use these images in high-performance comput-
ing (HPC) environments, which generally disallow the use
of Docker due to security limitations, BioSimulators tests
that these images are compatible with the Singularity Im-
age Format (SIF), which can be run in HPC environments.
Similarly, the Python APIs and command-line programs for
simulation tools can be installed consistently from the PyPI
repository.
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Figure 2. Overview of the BioSimulators ecosystem. The foundation of BioSimulators (B) is an integrated set of formats, ontologies, and specifications
for simulation projects and simulation tools, and tools for checking that these conventions are used consistently (A). These conventions make it easier
to work with multiple types of simulations. To further help investigators find and run simulation tools, we have also developed user-friendly services for
recommending tools, executing simulations, and visualizing the results of simulations. In addition, we are developing a repository for sharing projects, their

results, and visualizations of these results (C).

Streamlined execution of simulation tools

To simplify simulation, each containerized tool provides
the same command-line interface. These interfaces capture
the project to be executed and the location where its out-
puts (reports and visualizations) should be saved. This en-
ables modelers to use multiple simulators simply by switch-
ing their image ids. We anticipate this will help investi-
gators work with a broader range of simulations, espe-
cially trainees, experimentalists, and peer reviewers. Most
of the simulators with containerized interfaces also provide
Python APIs. These APIs provide consistent, flexible low-
level simulation capabilities. Currently, we are helping sev-
eral groups use these APIs to develop interactive tools for
research and education.

Accurate and up-to-date information about simulators

To ensure that the interfaces to simulators are consistent
and that their specifications are accurate, we extensively re-
view each version of each tool. The first version of each tool
submitted to BioSimulators is both automatically validated
by a test suite that we developed and manually reviewed by
our team. Each subsequent version of each tool is also val-
idated by this test suite. This test suite uses the simulator to
execute a set of example COMBINE archives and checks
that the tool produces the expected results. The test suite
uses the specifications for the tool to select appropriate ex-
ample archives. To enable developers to keep BioSimulators
up to date, we provide an API that developers can use to au-
tomatically submit each version of their tools. We anticipate
that this approach will enable us to keep BioSimulators up-
to-date and accurate with minimal effort.

METHODS
Consistent representation of simulation projects and tools

The foundation of BioSimulators is a set of formats, on-
tologies, and specifications for consistent representation of
simulation projects (one or more simulations of one or
more models using one or more algorithms), the inputs
(e.g. experimental data for validating simulations) and out-
puts (data sets and visualizations of simulation results) of

simulation projects, simulation tools and the capabilities
of simulation tools (supported formats, frameworks and
algorithms) (Supplementary Figures S1 and S2). Where
possible, these conventions embrace existing resources. Us-
ing these resources required filling numerous gaps within
and between them. This included creating new schemas
for simulation results, logs of the execution of simulations,
and the capabilities of simulation tools; formalizing nu-
merous aspects of SED-ML; adding many new ontology
concepts for formats and algorithms; and correcting hun-
dreds of bugs in various simulation projects and software
tools.

BioSimulators uses the COMBINE archive format to en-
capsulate all of the files that constitute a simulation project.
Within COMBINE archives, BioSimulators uses formats
such as BNGL, CellIML, GINML, NeuroML/LEMS, RBA
XML, SBML, Smoldyn, VCML and the XPP ODE for-
mat to describe models and SED-ML to describe analy-
ses of these models, such as simulations of time courses
and steady-states. Within SED-ML, BioSimulators uses the
KiSAO ontology to describe the algorithms and algorithm
parameters for these analyses. To enable investigators to
describe a broad range of simulations, we significantly ex-
panded the KiSAO ontology and filled several gaps in SED-
ML (11).

To consistently capture the outputs of simulation
projects, we developed schemas for encoding the results of
simulations into HDFS5 files and encoding logs of the exe-
cution of simulation projects into YAML. We use the PDF
format to capture visualizations of simulation results.

To enable modelers to execute simulators consistently, we
developed specifications for Python APIs and containerized
command-line programs for simulators. To help investiga-
tors find specific tools for particular projects, we developed
a schema for capturing the capabilities of simulation tools.
This schema uses the EDAM, SBO, KiSAO, SIO, and other
ontologies to capture the model formats, modeling frame-
works, simulation algorithms, and simulation observables
that each tool supports. We similarly helped expand these
ontologies to better capture the capabilities of a broader
range of tools.

More information about these conventions is available in
Section S2 and at https://docs.biosimulations.org.
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Standardized interfaces to simulation tools

We developed most of the Python, command-line, and
containerized interfaces to simulation tools by wrapping
simulation tools, such as COBRApy and COPASI, with
BioSimulators-utils, a library that we developed for or-
chestrating the execution of COMBINE archives. Briefly,
BioSimulators-utils executes each simulation task in each
SED-ML file in a COMBINE archive by (i) resolving the
model for the task, (i) modifying the model according to
the changes specified in SED-ML, (iii) using KiSAO to de-
termine the most similar simulation algorithm that the sim-
ulation tool implements to the algorithm specified for the
task, (iv) translating this algorithm and its specified pa-
rameters into the corresponding method of the simulation
tool and its arguments, (v) executing this method with these
arguments, (vi) collecting the results of this method and
(vii) using these results to generate the reports and plots
specified in the SED-ML files. This modular design mini-
mizes the effort needed to create standardized interfaces to
simulation tools. The use of KiSAO to automatically iden-
tify suitable alternative algorithms enables investigators to
both use SED-ML to precisely record the algorithms they
used to execute simulations with one tool and execute the
SED-ML files with additional tools that implement simi-
lar algorithms. Section S4 contains more information about
BioSimulators-utils.

Recommendations of algorithms and simulation tools

To help investigators navigate the sea of simulation formats,
methods, and tools, we developed several interfaces for rec-
ommending resources, including (a) an interactive table for
searching our registry of tools; (b) a web form for obtain-
ing a list of tools which implement algorithms similar to a
given algorithm, sorted by the maximal similarity of their
algorithms to the given algorithm and (c) a web form for
identifying simulators which can execute a given project us-
ing the specified or similar algorithms. Briefly, we imple-
mented these services by (a) determining the formats and
algorithms specified for a given project, (b) using our reg-
istry to determine the capabilities of each tool, (c) using
parent-child and other relationships to encode similarities
among algorithms into KiSAOQ, (d) using these relationships
to query KiSAO for sets of similar algorithms, (e) manually
assigning each set a degree of similarity, (f) combining the
formats and algorithms required for a given project, the ca-
pabilities of each tool, and the similarity among algorithms
to determine the maximal degree of similarity at which each
tool can execute a given project and (g) sorting the tools
by this maximal similarity. More information is available in
Section S4.

Validation of simulation projects and tools

To ensure that BioSimulators’ conventions are used con-
sistently and to quickly alert users to issues, we developed
a tool for integrated validation of COMBINE archives
(model, SED-ML, and metadata files) and tools for vali-
dating simulation results, logs of the execution of simula-
tions, and the capabilities of simulators described with the
new schemas outlined above. This included developing the
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first validation rules for SED-ML. For example, our tool
for validating simulation projects checks that each SED-
ML file is consistent with the SED-ML schema and that
each observable of each simulation references a valid model
variable. To make these validation tools easy to use, we de-
veloped several interfaces, including web forms, a REST
API, a command-line program, and a Python API. Four
model repositories are already using these tools to debug
their models and simulations.

Similarly, we also developed a test suite for checking
whether simulation tools execute projects consistently with
BioSimulators’ conventions. Briefly, the test suite executes
simulation tools with a set of test COMBINE archives and
checks that they produced the expected outputs. These test
archives enable the test suite to probe support for all of
BioSimulator’s conventions, including all of the features of
the COMBINE archive format and SED-ML. To enable us
to test tools involving a broad range of formats and algo-
rithms, the test suite uses the specifications of tools to se-
lect appropriate archives for their validation from a cor-
pus of curated archives and then uses these curated archives
to computationally generate additional archives for test-
ing specific aspects of BioSimulators’ conventions. This de-
sign enables us to pinpoint issues with simulation tools,
and it makes it easy to expand the test suite to additional
model formats and methods. The test suite can be executed
through a command-line interface or the GitHub issues de-
ployment described below. More information about these
validation tools is available in Section S3.

Submission of simulation tools to the registry

Developers can submit tools to the registry by submitting is-
sues to the BioSimulators GitHub repository. Once an issue
is created, GitHub actions is then used to execute the test
suite described above, and any test failures are reported as
messages to the issue. The first time a simulation tool passes
the test suite, our team also manually reviews the capabili-
ties of the tool and uses the issue to discuss any suggested re-
visions with the submitter. This manual review enables us to
check aspects of tools that are challenging to test program-
matically, such as the completeness of their specifications.
This combination of machine and human review enables us
to rigorously review each version of each tool with minimal
effort.

We chose to use GitHub issues to manage the submis-
sion of simulation tools for two reasons. First, this enables
the community to see how each tool was validated. Second,
this provides developers an API for programmatically sub-
mitting tools. Importantly, this API makes it easy for devel-
opers to keep their tools up-to-date in BioSimulators. For
example, developers can use this API within GitHub ac-
tions. Currently, half of the containerized tools registered
with BioSimulators automatically release each version to
BioSimulators. Third, GitHub issues enables our team to
monitor problems that developers are encountering and
help them.

DESIGN, IMPLEMENTATION AND DEPLOYMENT

BioSimulators is composed of a set of conventions for
consistently representing simulation projects and simula-
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tion tools; a set of tools for validating whether simulation
projects and tools are consistent with these conventions; a
collection of standardized Python APIs, command-line in-
terfaces, and Docker images for simulation tools; a Docker
image repository for these tools; a database for their spec-
ifications; a REST API for updating and querying this im-
age repository and database; and a graphical user interface
for browsing the database, validating projects, and getting
recommendations for algorithms and tools (Supplementary
Figure S3).

The interfaces for simulators and the tools for vali-
dating simulation projects and simulators were primar-
ily implemented with Python using libraries such as jlib-
SEDML, libCellML, libCOMBINE, libOmexMeta, libS-
BML, libSEDML, pyBioNetGen, pyNeuroML, RBApy,
Smoldyn and XPP. The containerized interfaces for simula-
tors were developed using Docker. The tools for validating
logs of the execution of simulation projects and the spec-
ifications of simulation tools, the database of simulation
tools, the REST API to the database, and the web applica-
tion were implemented in TypeScript using NestJS, Mon-
goDB and Angular.

The database, API, web application, and test suite for
simulation tools are deployed using Mongo Atlas, Google
Cloud, Netlify and GitHub, respectively. The containerized
simulation tools are stored using GitHub Container Reg-
istry.

More information about the architecture, implementa-
tion and deployment of BioSimulators is available in Sec-
tion S6.

USE CASES
Sharing, reproducing, and reusing simulations

We believe that BioSimulators makes it easier to share, re-
produce, and reuse simulations by simplifying the installa-
tion and execution of simulators. Once an investigator has
learned BioSimulators’ conventions, they can run a broad
range of simulations involving a variety of tools. In par-
ticular, we believe that simple web applications for using
BioSimulators, such as runBioSimulations (15), will em-
power peer reviewers to review simulations more deeply,
leading to better evaluation of modeling studies.

Quality-controlling simulations

We believe that BioSimulators’ tool for integrated valida-
tion of simulation projects is excellent for identifying prob-
lems and other potential issues with simulations. For ex-
ample, we are working with multiple model repositories to
identify and correct issues in published simulation projects.
More information is available in Section S7.

Comparing simulation tools

BioSimulators’ registry of simulation tools is ideal for com-
paring and testing tools. In particular, by comparing the
outputs of multiple tools, BioSimulators could help iden-
tify potential errors in tools. For example, BioSimulators
has helped the BioNetGen, pyNeuroML, VCell and other
teams find and fix bugs in their tools.

Multiscale simulation with multiple algorithms and tools

By providing consistent Python APIs for simulation tools,
we believe that BioSimulators makes it easier to combine
multiple simulations of various subsystems and scales into
multiscale simulations. In particular, BioSimulators makes
it easier to combine simulations that require multiple model
formats, simulation algorithms, and simulation tools. For
example, the Vivarium Collective (16) has begun to develop
capabilities for co-simulating multiple BioSimulators tools.

DISCUSSION

In summary, BioSimulators simplifies simulation by making
it easier to find, obtain, and run appropriate tools for partic-
ular projects. Importantly, BioSimulators supports a broad
range of simulation projects by using several formats and
ontologies to encapsulate and abstract individual formats
and tools, including model formats such as BNGL, SED-
ML, KiSAO, the COMBINE archive format, HDFS5 and
Docker. We anticipate that BioSimulators will enhance sev-
eral stages of the modeling life cycle. For example, we an-
ticipate BioSimulators will encourage more reuse of pub-
lished simulations by simplifying their execution, spur mul-
tiscale simulation by making it easier to combine multiple
simulations of various subsystems, promote more predictive
simulations by empowering peer reviewers to deeply review
simulations, and stimulate higher quality simulation repos-
itories by enabling more holistic validation of simulations.
Below, we summarize how we plan to continue to enhance
BioSimulators.

Systemizing additional simulation domains

Going forward, we aim to work with the community to ex-
pand the BioSimulators ecosystem to additional domains,
including adding additional formats, frameworks, and al-
gorithms to EDAM, SBO and KiSAO; developing conven-
tions for using SED-ML with additional model formats; in-
corporating additional model formats into our simulation
project validation suite; curating additional example COM-
BINE archives for our simulation tool test suite; and devel-
oping interfaces to additional simulation tools. Currently,
we are working with the CoLoMoTo community to ex-
pand BioSimulators’ capabilities for logical modeling, such
as calculations of state transition graphs and trap spaces.

Accelerating more holistic simulation workflows

By building on SED-ML, BioSimulators is currently limited
to simple simulation workflows that consist of models, mod-
ification of models, the simulation of models, basic calcula-
tions of simulation results, exporting simulation results, and
2D line and 3D surface plots. In contrast, real-world stud-
ies often involve additional tasks, such as aggregating, nor-
malizing, and integrating data from multiple sources; using
this data to build and calibrate models; performing com-
plex data reductions on simulation results; and generating
a variety of visualizations of simulation results. Going for-
ward, we aim to work with the community to develop a new
version of SED-ML, which can capture a broader range of
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tasks, and develop a workflow engine that can use multi-
ple containerized tools to modularly execute the individual
tasks of these workflows. This design would also make it
easier for software developers to participate in BioSimula-
tors by lowering the responsibilities of tools from executing
entire workflows to executing individual tasks.

Enhanced recommendations of simulation methods

Finally, we also aim to develop an additional wizard that
helps novices identify appropriate formats, frameworks, al-
gorithms, and tools for their work. This wizard will ask
users questions about the systems and scales they would
like to model and recommend appropriate formats, frame-
works, algorithms, and tools. We anticipate that this would
help more investigators model biology.

DATA AVAILABILITY

BioSimulators is freely available without registration at
https://biosimulators.org. This website contains links to the
simulation tools, REST API, examples and documentation.
The source code for BioSimulators is openly available un-
der the MIT license. More information is available in Sec-
tion S9.
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